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Comprehensive Report on Object-Oriented Programming (OOP) in MQLS5
Chapter 1: Briefing Document — The OOP Paradigm in MQL5
1.1. Executive Summary

Object-Oriented Programming (OOP) represents a pivotal advancement in the MQL5 language,
evolving it from a purely procedural framework into a powerful, modern development
environment. This paradigm is essential for developers aiming to build sophisticated, scalable,
and maintainable automated trading systems, commonly known as Expert Advisors (EAs). By
organizing code around objects—self-contained units of data and functionality—OOP provides a
robust structure for modeling complex market behaviors and trading strategies.

The following points summarize the strategic importance and core concepts of OOP within the
MQL5 ecosystem:

e A Strategic Evolution from Procedural Code: OOP marks a significant shift from the
traditional procedural programming style, which often struggled with code reuse and
modeling complex problems. The object-oriented approach is designed to enhance
reliability, flexibility, and ease of maintenance, making it indispensable for large-scale
projects.

o The Power of Core Principles: The advantages of OOP are rooted in three fundamental
principles. Encapsulation protects an object's internal data from unintended access,
Inheritance allows new classes to reuse and extend the functionality of existing ones,
and Polymorphism enables objects of different types to be treated uniformly, promoting
flexible and dynamic code.

e Enhanced Development and Maintainability: While some developers have raised
concerns about execution speed, the community consensus is that the benefits of OOP
overwhelmingly favor its adoption for complex EAs. The modularity, clarity, and
reusability offered by OOP significantly accelerate development and simplify long-term
maintenance, representing a net gain in productivity.

This report provides a detailed analysis of these principles, their practical application in MQL5
development, and the ongoing discourse surrounding their use in the trading community.

1.2. The Strategic Shift from Procedural to Object-Oriented Programming

Understanding the evolution from procedural programming to Object-Oriented Programming is
strategically important for MQL5 developers. This transition is not merely a change in syntax
but a fundamental shift in how trading systems are designed and constructed. While procedural
programming focuses on a sequence of actions or functions, OOP centers on creating objects that
model real-world concepts, enabling the construction of far more complex and robust automated
trading systems. As developer David Gallner states, OOP is based on "real world structures and
gives programmers a powerful way to simplify the design and construction of complex programs."

The following table contrasts the key drawbacks of the older procedural paradigm with the
distinet advantages offered by OOP in MQL5.
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Procedural Programming Drawbacks Object-Oriented Programming Advantages

Models Real-World Structures: Allows
developers to design applications at a conceptual
level, making programs more intuitive and
understandable.

Difficulty in Modeling Problems: Solutions
are reduced to splitting a main problem into
simpler subproblems solved by functions.

Difficulty in Reusing Code: Code is often  [Promotes Code Reusability: Facilitates the

tightly coupled, making it hard to adapt creation of powerful code libraries that can be
functions for new purposes without reused many times through mechanisms like
modification. inheritance.

Hampers Key Project Metrics: Challenges [Enhances Reliability and Flexibility:
in code reuse negatively impact project cost, [Encapsulation and modularity lead to more
reliability, flexibility, and maintenance. reliable code that is easier to modify and extend.

Simplifies Maintenance: Well-structured, object-
oriented code is significantly easier to debug and
maintain over the long term.

This difficulty in reuse is a primary driver for the OOP practice of encapsulating classes in
separate .mgh include files, which promotes a modular and organized project structure that is
difficult to achieve in a purely procedural flat file. These high-level advantages are made possible
by a set of core principles that govern how objects are defined and how they interact with one
another.

1.3. Core Principles of OOP in MQL5

The power of Object-Oriented Programming is derived from a set of foundational principles that
govern how objects are designed and how they interact. These principles provide a framework
for creating code that is not only functional but also secure, reusable, and flexible. This section
deconstructs these foundational concepts as they apply to MQL5 development.

1.3.1. Encapsulation: Protecting the Internal State

Encapsulation is the practice of bundling an object's data (variables) and methods (functions)
together within a class while hiding the internal implementation details. This prevents other
parts of a program from causing unintended interference. An effective analogy is a "sealed"
household appliance; users interact with it through a public interface (buttons and dials) without
needing to access or understand its internal wiring. In MQLbH, this is achieved through access
specifiers.

Access —
Specifier Description Analogy (The Car)
Th f the headligh hich
. Members are accessible from any part of the e state of the headlig ts,. e
public L can be seen by anyone outside the
program where the object is visible. car
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Members are accessible only within the class

protected itself and by any derived (child) classes.

The speed on the tachometer,
which is visible to those inside the
car.

Members are accessible only from within the
private class itself. They are hidden from derived
classes and users.

The internal mechanics of the
engine, which are not accessible to
the driver.

1.3.2. Inheritance: Promoting Code Reusability

Inheritance is a core OOP mechanism that allows a new class (a derived class) to be based on an
existing class (a base class). The derived class inherits the public and protected members of its
base, allowing it to reuse existing code and structure while adding its own unique properties and
methods. This promotes a hierarchical relationship between classes and is a cornerstone of code

reusability.

This concept is well-illustrated in the MQL5 Reference with an example of geometric shapes. A
base class, CShape, is created to contain properties common to all shapes, such as m_type and
coordinates (m_xpos, m_ypos). Derived classes like CCircle and CSquare inherit these common
members and add their own specific ones—m_radius for the circle and m_square_side for the

square.
A simplified MQL5 code block illustrates this syntax:
// Base class for all shapes
class CShape
{
protected:
int m_type;
int m_xpos;
int m_ypos;
55
// Derived class CCircle inherits from CShape
class CCircle : public CShape
{
private:
int m_radius; // Adds a member specific to a circle
public:
CCircle(){m_type=1;} // Sets the type in its constructor
I
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In EA development, this allows for a base CSignal class, from which specialized signal classes
like CSignalRSI or CSignalMA can inherit, drastically reducing redundant code for signal
management.

1.3.3. Polymorphism: Enabling Dynamic Behavior

Polymorphism, which means "many forms," is the ability for objects of different classes—related
through inheritance—to respond in unique ways to the same function call. It allows a single
interface to represent different underlying forms (data types). This is typically achieved using
virtual functions in the base class, which can be redefined in the derived classes.

Continuing the CShape example, a virtual function GetArea() can be declared in the CShape base
class. Each derived class, CCircle and CSquare, then provides its own specific implementation of
this function. CCircle::GetArea() would calculate the area wusing its radius, while
CSquare::GetArea() would use its side length.

A key application of polymorphism is managing diverse objects uniformly. A developer can create
an array of pointers to the base class, CShape *shapes[5];, and fill it with objects of different
derived types (circles and squares). When iterating through the array and calling shapes[i]-
>GetArea(), the program dynamically determines which version of the function to execute based
on the actual object type at that index, ensuring the correct area is calculated for each shape.
This is the key to building flexible EAs that can manage a portfolio of different trading strategies
or indicators as a single collection, allowing the main trading loop to process them uniformly
without needing to know the specific type of each object.

These theoretical principles provide the foundation for applying higher-level software design
concepts in MQL5.

1.4. Advanced Software Engineering in MQL5

Leveraging the core principles of OOP, MQL5 developers can employ higher-level tools like
design patterns and modeling languages to solve common development challenges in a structured
and reusable way. These concepts represent a maturation from basic class creation to
sophisticated software architecture.

e Design Patterns: A Design Pattern is a general, reusable solution to a commonly
occurring problem within a given context in software design. It is a template for how to
solve a problem that can be used in many different situations. The MQLH literature
discusses several Behavioral Patterns, which are concerned with communication between
objects. Five of these include:

o Chain of Responsibility: Decouples the sender of a request from its receiver by
giving more than one object a chance to handle the request.

o Command
o Interpreter

o [Iterator: Provides a way to access the elements of an aggregate object
sequentially without exposing its underlying representation.

o Mediator
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e Unified Modeling Language (UML): UML is a standardized graphical language used for
designing, specifying, and visualizing object-oriented systems. It provides a blueprint for
developers to follow during implementation. However, its practical application is not
always feasible. As noted in the MQLb5 literature, constraints such as tight deadlines or
a lack of UML knowledge within a development team can make its use impractical in
some real-world projects.

While these advanced tools improve design quality, developers must also consider the practical
trade-offs of using an object-oriented approach, particularly regarding performance.

1.5. The Performance vs. Development Debate

A common concern when adopting OOP in performance-critical applications like trading is its
potential impact on execution speed. A 2010 MQLbH forum discussion directly addressed this
trade-off, providing valuable community insights.

Tests conducted by a forum member showed that a sample Expert Advisor using OOP ran
slightly slower than a similar non-OOP version (test time of 115,203 ms for the OOP version
vs. 90,578 ms for the procedural one). However, the broader consensus among developers in the
discussion was that the significant benefits of OOP in terms of development speed, code
organization, and modularity far outweigh this marginal difference in execution time.
Furthermore, OOP is particularly advantageous for state-dependent calculations (like a moving
average), as an object can maintain its internal state across multiple calls without relying on
static or global variables.

It is also crucial to contextualize these performance metrics. As MetaQuotes co-founder Renat
Fatkhullin pointed out in the same discussion, such comparisons are complex and not solely
attributable to OOP. The results were influenced by differences in the system architecture
between platforms (MT4 and MT5) and the fact that MQL5's code optimizer was disabled for
fine-tuning at the time.

Ultimately, for complex and long-term MQL5 projects, the architectural integrity, reduced
development time, and improved reliability offered by OOP are considered a significant net gain,
making it the recommended approach for professional trading system development.

Chapter 2: Study Guide for MQL5 OOP Concepts
2.1. Introduction

This study guide is designed to reinforce your understanding of the core concepts of Object-
Oriented Programming (OOP) as they are applied in the MQLb language. By working through
the following questions and reviewing the glossary, you can test your knowledge and solidify the
foundational principles discussed in this report.

2.2. Short-Answer Quiz

Instructions: Answer each of the following questions in 2-3 sentences based on the information
provided in the source context.

1. What are the two primary drawbacks of procedural programming identified in the source
materials?
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N o

Define a "class" and an "object" using the blueprint analogy.
What are the three access level specifiers in MQL5, and what is their primary purpose?

According to the "Another MQL5 OOP Class" article, what are some of MetaQuotes'
coding conventions for 00OP?

What is the purpose of a class constructor?

Explain the concept of inheritance using the CShape and CCircle classes as an example.
What is polymorphism, and how is it demonstrated with the GetArea() function?
What is a Design Pattern in the context of software development?

Summarize the conclusion of the forum debate regarding OOP and program execution
speed.

10. How can .mqh include files be used to better organize OOP code in an MQL5 project?

2.3. Answer Key

1.
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The two primary drawbacks of procedural programming are that it makes it difficult to
model problems effectively and difficult to reuse code. These challenges, in turn,
negatively impact project cost, reliability, flexibility, and maintenance.

A class is like a blueprint for creating objects. The class defines the structure (variables)
and behaviors (methods) that its objects will have. An object is an instance created from
that class blueprint, much like multiple cars can be manufactured from a single car design.

The three access specifiers are public, protected, and private. Their primary purpose is
encapsulation: to control the visibility of class members and protect an object's internal
data from unintended external access or modification.

MetaQuotes' coding conventions include: starting class names with a capital 'C' (e.g.,
CPerson); using camel case for method names starting with a capital letter (e.g.,
GetFirstName); prefixing protected property names with m_ (e.g., m_first_name); and
avoiding the use of the this keyword to reference class members from within the class
itself.

A class constructor is a special method that is automatically called when an object of that
class is created. Its purpose is to initialize the object's member variables to a desired
starting state.

Inheritance allows a new "derived” class like CCircle to be based on an existing "base"
class like CShape. CCircle automatically inherits the common properties of CShape (like
coordinates) and can add its own specific properties (like a radius), promoting code reuse.

Polymorphism is the ability for objects of different classes, related by inheritance, to
respond differently to the same function call. It is demonstrated by the virtual GetArea()
function in the CShape class, which is implemented differently in the CCircle and
CSquare classes to calculate their unique areas correctly.
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8.

10.

A Design Pattern is a reusable, general solution to a commonly occurring problem in
software design. It acts as a template or blueprint that can be applied in many different
situations to improve code structure and maintainability.

The forum debate concluded that while EAs using OOP might run slightly slower in some
tests, the significant advantages in development speed, code organization, modularity,
and maintainability far outweigh this minor performance difference for complex projects.

.mgh include files can be used to organize OOP code by allowing a developer to define
classes and their functions in separate files. This keeps the main EA file (.mqg5) clean and
focused on core logic, while the class definitions are included where needed using the
#include directive.

2.4. Essay Questions

1.

Analyze the strategic benefits of adopting an Object-Oriented Programming approach for
developing a complex Expert Advisor in MQL5. Contrast this with the limitations of a
purely procedural approach, using evidence from the provided texts.

Using the ExpertSimpleRandom EA as a case study, evaluate how the developer used
OOP principles to structure the trading logic. Discuss the roles of the CBrain,
CEvolution, and CGraphic classes and how they contribute to a more modular design.

Deconstruct the concept of Encapsulation in MQLb5. Explain the distinct roles of public,
protected, and private access specifiers and argue why this principle is crucial for creating
reliable and maintainable code libraries.

Explore the relationship between Inheritance and Polymorphism in MQL5. Using the
geometric shapes example (CShape, CCircle, CSquare), illustrate how these two
principles work together to create flexible and extensible systems.

Discuss the role of advanced software engineering concepts, such as Design Patterns and
UML, in MQL5 development. Based on the source materials, assess their practical utility
and potential challenges for the average MQL5 developer.

2.5. Glossary of Key Terms
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Abstract Data Type (ADT): An abstraction of a traditional data type used to
comfortably define the data domain of applications. In OOP, classes are used to create
ADTSs that combine data and behavior.

Class: A blueprint for creating objects. It defines a set of properties (variables) and
methods (functions) that are common to all objects of that type.

Constructor: A special method within a class that is automatically executed when a new
object is created. Its primary role is to initialize the object's members to a default or
specified state.

Design Pattern: A general, reusable solution to a commonly occurring problem within a
given context in software design.

Encapsulation: The bundling of data and the methods that operate on that data into a
single unit (a class), and the hiding of internal implementation details from the outside
world.
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o Expert Advisor (EA): An automated trading system written in the MQL5 language that
can perform analysis and execute trades on the MetaTrader 5 platform.

e Inheritance: An OOP mechanism where a new class (derived class) is created from an
existing class (base class), inheriting its members and promoting code reuse.

e MQL5: MetaQuotes Language 5, a high-level, C++ like programming language
designed for developing trading robots, technical indicators, scripts, and function
libraries for the MetaTrader 5 platform.

e Object: An instance of a class. It is a concrete entity created from the class blueprint and
contains its own set of data.

e Object-Oriented Programming (OOP): A programming paradigm focused on data,
where data and behavior are inseparably linked within objects. It uses principles like
encapsulation, inheritance, and polymorphism to structure code.

e Polymorphism: The ability of objects of different classes, related through inheritance, to
respond in various ways when calling the same function.

e Procedural Programming: A programming paradigm based on the concept of procedure
calls, where statements are structured into procedures (or functions).

e Unified Modeling Language (UML): A graphical language for designing, visualizing,
and documenting object-oriented systems.

Chapter 3: Frequently Asked Questions (FAQs)

This section addresses the ten most common practical questions developers have when learning
and applying Object-Oriented Programming in MQLb, with answers synthesized directly from
the provided source context.

3.1. Why should I use OOP for my MQL5 EAs instead of the old procedural style?

You should use OOP for MQL5 EAs because it addresses the key drawbacks of the procedural
style, namely the difficulty in modeling problems and reusing code. OOP allows you to design
applications on a conceptual level, which leads to better code reuse, enhanced reliability, greater
flexibility, and easier maintenance, making it highly recommended for developing complex
automated trading systems.

3.2. What is the practical difference between public, protected, and private members?
The practical difference lies in their accessibility, which is a key part of encapsulation.
e public members can be accessed from anywhere in your code.

e protected members can only be accessed from within the class itself or by its derived
(child) classes.

e private members are the most restrictive and can only be accessed from within the class
that defines them.

3.3. How does inheritance actually help me write less code?
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Inheritance helps you write less code by promoting reusability. You can define common properties
and methods in a single "base" class. Then, you can create multiple "derived” classes that inherit
all of that functionality from the base class without rewriting it, only adding the specific features
they need.

3.4. What is a simple, real-world example of polymorphism in MQL5?

A simple example is creating a base class CShape with a virtual function GetArea(). You can
then create derived classes like CCircle and CSquare that each implement GetArea() differently.
Polymorphism allows you to store pointers to both circle and square objects in an array of CShape
pointers and call GetArea() on each one, and the correct area calculation will be executed for
each specific shape.

3.5. Do I have to use UML to design my object-oriented EA?

No, you do not have to use UML. While UML (Unified Modeling Language) is a professional tool
for designing object-oriented systems, its use is not always practical. Factors like short project
deadlines or a lack of UML knowledge on the team can make it an impractical choice for some
MQLS5 development projects.

3.6. What is a "Design Pattern" and why should I care about them?

A Design Pattern is a reusable, well-tested solution to a common problem in software design.
You should care about them because they provide proven templates for structuring your code to
be more reliable, maintainable, and extensible, helping you solve recurring challenges in object
communication and creation.

3.7. Will using OOP make my Expert Advisor run slower?

Based on community testing and discussion, an EA using OOP may run slightly slower than a
purely procedural one. However, the consensus is that the immense benefits in development
speed, code organization, and long-term maintainability far outweigh this marginal performance
difference, especially for complex systems. Furthermore, factors other than OOP, like system
architecture, also affect speed.

3.8. What is a class constructor and do I always need to write one?

A constructor is a special class method that is automatically called when you create an object.
Its purpose is to initialize the object's variables to a starting state. While you don't always need
to write one explicitly (MQLS can provide a default one), it is good practice to define a constructor
to ensure your objects are created with specific, predictable initial values.

3.9. How can I organize my class code to keep my main EA file from getting too messy?

You can organize your class code by placing class definitions and their methods into separate
include files with an .mqh extension. In your main EA file (.mq5), you can then use the #include
directive to bring in that code. This practice keeps your main file clean, readable, and focused on
the core trading logic.

3.10. What are some key coding conventions to follow for MQL5 00P?
Based on MetaQuotes' own framework, some key conventions are:

e Start class names with a capital C (e.g., CSimpleRandom).
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e Use camel case for method names, starting with a capital letter (e.g., GetStopLoss).
e Prefix protected member variables with m_ (e.g., m_brain).

e Avoid using the this keyword to reference class members from within the class itself.

Chapter 4: Timeline of MQL5 OOP Discourse

This timeline charts the evolution of knowledge-sharing and discussion around Object-Oriented
Programming within the MQL5 community, as represented by the publication dates of the source
articles. It illustrates a progression from foundational debates to advanced application and a
continuous effort to educate new developers.

e July 2010: A community forum discussion erupts, debating the performance implications
of OOP in the new MQL5 language. This marks an early stage of developers grappling
with the practical trade-offs of the new paradigm, comparing its execution speed against
the benefits of improved code structure.

o July 2013: The article "Another MQLS5 OOP Class" is published. This signifies a move
towards practical education, providing a comprehensive, step-by-step guide to building a
complete object-oriented EA. The article helps establish best practices and coding
conventions, demonstrating how to apply OOP principles to a real-world trading system.

e December 2023: The article "Design Patterns in software development and MQL5 (Part
3)" is released. This indicates a maturing of the MQL5 development community, with
discussions advancing from foundational principles like encapsulation and inheritance to
sophisticated, high-level software engineering patterns like Chain of Responsibility and
Iterator.

e August 2024: A post titled "Learn use of Class in mql5" appears on the Traders' Blogs.
This shows a continued need and effort to make foundational OOP concepts accessible to
new and intermediate developers, reinforcing the learning cycle within the community
and highlighting the enduring importance of these core skills.
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